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A Petri Net Approach to Analyzing Behavioral
Compatibility and Similarity of Web Services
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Abstract—Web services have become the technology of choice
for service-oriented computing implementation, where Web ser-
vices can be composed in response to some users’ needs. It is
critical to verify the compatibility of component Web services to
ensure the correctness of the whole composition in which these
components participate. Traditionally, two conditions need to be
satisfied during the verification of compatibility: reachable termi-
nation and proper termination. Unfortunately, it is complex and
time consuming to verify those two conditions. To reduce the com-
plexity of this verification, we model Web services using colored
Petri nets (PNs) so that a specific property of their structures
is looked into, namely, well structuredness. We prove that only
reachable termination needs to be satisfied when verifying behav-
ioral compatibility among well-structured Web services. When a
composition is declared as valid and in the case where one of its
component Web services fails at run time, an alternative one with
similar behavior needs to come into play as a substitute. Thus, it
is important to develop effective approaches that permit one to
analyze the similarity of Web services. Although many existing
approaches utilize PNs to analyze behavioral compatibility, few of
them explore further appropriate definitions of behavioral similar-
ity and provide a user-friendly tool with automatic verification. In
this paper, we introduce a formal definition of context-independent
similarity and show that a Web service can be substituted by an
alternative peer of similar behavior without intervening other Web
services in the composition. Therefore, the cost of verifying service
substitutability is largely reduced. We also provide an algorithm
for the verification and implement it in a tool. Using the tool,
the verification of behavioral similarity of Web services can be
performed in an automatic way.

Index Terms—Behavioral compatibility, behavioral similarity,
Petri net (PN), service composition, Web service.
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I. INTRODUCTION

THE DEVELOPMENT of Web applications are cumber-
some, costly, and time consuming due to various reasons

such as the increasing complexity of end-users’ needs, het-
erogeneity of various IT systems, and continuous pressure to
deliver up-to-date and reliable systems to end users [1], [2].
Web services are nowadays among the technologies of choice
for the development of Web applications. Web services are
universally accessible software components/applications that
can be discovered and invoked using open-standard Internet
protocols [3]. Composition, whereby multiple independent Web
services are assembled to accomplish a more complex task, is
one of the key motivations to embrace Web services [4], [5].

To guarantee the successful execution of composition sce-
narios, component Web services from independent providers
need to be verified in order to ensure that mutual interactions
between them do not lead to any conflicts or deadlocks [6].
Specifically, we need to verify the compatibility of the partici-
pating Web services. There are three aspects of compatibility:
syntactic, semantic, and behavioral [7]–[9]. Syntactic compati-
bility means that the structural interfaces of the interacting Web
services are consistent, e.g., the labels of corresponding mes-
sages and data types are the same. Currently, the Web Service
Description Language (WSDL) provides a standardized way
to specify these structural interfaces. Semantic compatibility
means that the interacting Web services exchange information
that can be understood in a consistent and unambiguous way.
Finally, behavioral compatibility means that the interacting
Web services agree on what to expect from each other in terms
of operations to execute, outcomes to deliver, and messages
to send and receive. Behavior herein refers to the possible
sequences of messages that Web services mutually exchange in
response to some triggers or business dependences. Although
syntactic and semantic compatibilities are critical, this paper
focuses on Web services’ behaviors in terms of behavioral
compatibility and similarity. Intuitively, behavioral similarity
means that the behaviors of two Web services overlap to a
certain extent and one Web service can be substituted by the
other in a composition.

There exist a good number of approaches to verifying be-
havioral compatibility of Web services. Different formalisms
are used, including finite-state machine (FSM) [8], [10], [11],
process algebra/pi calculus [12], [13], and Petri nets (PNs)
[14]–[17]. These formalisms reflect the different ways of ad-
dressing the compatibility issue. In [8], behavioral compatibil-
ity means that the order (i.e., sequence) of messages exchanged
with external partners and observed from one Web service is
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preserved if it is observed from another Web service. Unfortu-
nately, this notion of behavioral compatibility cannot be used to
verify whether the respective processes of the interacting Web
services can successfully terminate, as another Web service
may exhibit additional behaviors that cause certain errors. The
work presented in [18] focuses on high-level units of collabora-
tive business processes and presents a scenario-based technique
for the compatibility verification among the collaborations.
The scenario-based modeling technique is different from the
message-based modeling approach [14]–[17] that is adopted in
our work. In [14], the concept of weak soundness is adopted to
define behavioral compatibility. However, the weak soundness
derived from the traditional workflow theory is too narrow; it
does not reflect the properties of Web services like autonomy,
loosely coupledness, and asynchronous communication. For
example, a correct composition may still contain unprocessed
internal/external messages even when the component Web ser-
vices have successfully terminated. However, this situation is
not allowed under the condition of weak soundness. Further-
more, the internal choices of Web services are not addressed by
the models in [14]. To this end, this paper aims to address these
shortcomings and provides an appropriate notion of behavioral
compatibility for Web services composition. Specifically, we
develop the Service Workflow Net (SWN) formalism based
on colored PNs (CPNs) in order to model Web services. The
formalism depicts not only the observable message exchange
sequences but also the internal and external messages buffered
and the choices made by the component Web services. These
details are useful in the analysis of behavioral compatibility
and similarity of Web services. For example, the condition of
behavioral compatibility in this paper is relaxed to allow un-
processed internal messages when the processes of interacting
Web services complete.

Traditionally, two conditions need to be checked in order
to verify behavioral compatibility of Web services: reachable
termination and proper termination [14], [15], [17]. Reachable
termination means that each Web service in a composition can
eventually reach a terminal state to announce its completion.
Proper termination means that all control flows [19] of the
Web service should terminate when the composition reaches
a terminal state. Both conditions can be used to address the
behavioral adaptation of Web services [20]. Unfortunately,
verifying proper termination requires examining all reachable
terminal states of the composition. In the case of a large number
of states, the enumerative examination of these states is very
costly and time consuming. It is thus deemed appropriate to
relax the condition of proper termination so that the complexity
of verifying compatibility can be reduced. To this end, we
look into the structure of the Petri-net-based models of Web
services and introduce the concept of well structuredness which
characterizes a property of the structure of Web services. We
show that only the requirement of reachable termination needs
to be satisfied when verifying behavioral compatibility of well-
structured services.

Due to the dynamic environment in which Web services run,
a Web service involved in a composition may fail to respond to
client’s requests or to maintain a satisfying quality-of-service
level [21]. In both situations, an alternative Web service of

similar behavior needs to be identified and used to substitute
the failed one. This becomes another significant research issue
in service-oriented computing (SOC), i.e., Web services substi-
tution [22], [23]. Analyzing behavioral similarity, also known
as substitutability or replaceability [12], [23], [24], is thus of
great importance to Web services substitution and goes along
with the general idea of behavioral compatibility between the
substituting Web service and the partners of the substituted Web
service.

In [8], the notion of similarity based on execution traces is
proposed, which states that Web service ws2 is similar to Web
service ws1 if each possible trace in ws1 must be preserved
in ws2. The notion of simulation is used in [10] to compare
protocols of Web services with respect to their complete exe-
cution trees. However, neither trace equivalence nor simulation
is exactly suitable for Web services, because the notion based
on execution traces is too broad while the notion based on
simulation is too narrow [12], [25]. Based on the principle
of behavior subtyping [26], the concept of substitutability is
presented to analyze protocols of software components [24]. In
[12], the notion of replaceability of Web services is proposed
by using behavior subtyping. However, neither the formal con-
dition of substitutability (i.e., replaceability) nor an algorithm
for verifying substitutability is presented in [12] and [24].

Intuitively, ws2 is similar to ws1 if ws2 behaves like ws1 in
a comparable situation. Several notions of behavioral similarity
are reported in the literature with different interpretations of
the terms “behave like” and “comparable situation” [25], [27].
“Behave like” means that all possible sequences of exchanged
messages of ws1 are preserved by ws2 and ws2 does not extend
the behavior of ws1. “Comparable situation” means that ws1 is
substituted by ws2 in a transparent way to the partners of ws1,
i.e., ws2 should be compatible with any Web service that is
compatible with ws1.

With these two interpretations in mind, we propose the
concept of behavioral similarity which is considered to be
context independent. The context of ws1 herein refers to the
interacting partners of ws1 in a composition. In the case where
the composition is valid, the interacting partners of ws1 should
be compatible with ws1. In the sense of context-independent
similarity, substituting ws1 in the composition with a similar
service ws2 can be directly performed, since ws2 is compat-
ible with other services in this composition. The concept of
context-independent similarity guarantees the compatibility of
ws2 with the partners of ws1 in the composition. Informally,
the sufficient conditions that ws2 is similar to ws1 are as
follows: 1) ws2 preserves the behavior of ws1; 2) ws2 does
not extend the behavior of ws1; and 3) the process of ws2
terminates when ws1 terminates. Similar concepts of context-
independent similarity of Web services can be found in [23],
[25], and [27]. However, none of these efforts formalize the
conditions that context-independent similarity should satisfy.
Without a formal definition of the conditions, the verification
of behavioral similarity cannot be performed automatically.
Furthermore, for analyzing the behaviors of Web services, the
global and internal choice branches play a significant role and
need to be represented in Web service models [28]. However,
the choice branches are ignored in [27]. The reason is that the
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formalism adopted in [27], i.e., labeled transition systems, has
weaker capability than PNs with respect to depicting internal
choice branches or asynchronous communications of Web ser-
vices. To address these weaknesses of prior research works, we
have investigated the observable message sequences of Web
services and the relations of similarity between the message
sequences. Based on our investigation, we provide the sufficient
conditions of context-independent similarity and a correspond-
ing algorithm for verifying the similarity. We develop a tool to
automate the verification of similarity between Web services
using this algorithm. The tool is integrated within the Platform-
Independent PN Editor (PIPE) [29].

The rest of this paper is organized as follows. Section II
presents the formalism for modeling the behaviors of Web
services. Section III describes our approach to the compatibility
analysis of the behaviors of Web services. Section IV proposes
our approach to similarity analysis and the algorithm to verify
the similarity. Section V describes the tool for verifying the
behavioral similarity and equivalence of Web services. Finally,
Section VI concludes this paper.

II. FORMALISM OF SWNs

We develop SWNs as the underlying formalism for depicting
the behaviors of Web services. An SWN extends a CPN [30].
CPNs have a well-defined semantics for describing both states
and actions of concurrency systems and a graphical represen-
tation which is easy to understand. The behavior of a CPN
model can be analyzed by means of either several formal
analysis methods or simulation. CPN-based models not only
provide a formalism to depict the internal logics and message
exchange sequences (i.e., behaviors) but also encompass the
mechanisms of compatibility and similarity analysis of Web
services. Therefore, in the literature, many initiatives propose to
model the behaviors of Web services based on CPNs [14]–[17].
The definition of the CPN is presented hereinafter. Detailed
definitions can be found in [30].

Definition 1 (CPN): A CPN is a tuple CPN =
(Σ, P, T, F, C,G,E,Mi), where its elements are defined
as follows.

1) Σ is a finite set of nonempty types, also called color set.
It is a multiset that allows duplicate elements.

2) P is a finite set of places.
3) T is a finite set of transitions, disjoint from P .
4) F ⊆ (P × T ) ∪ (T × P ) is a flow relation F . C is a

color function, defined from P into Σ.
5) G is a guard function, i.e., G : T →

BoolExpression, and ∀ t ∈ T : Type(G(t)) =
Bool ∧ Type(V ar(G(t))) ⊆ Σ.

6) E is the arc expression function, i.e., E : F →
BoolExpression, and ∀ f ∈ F : Type(E(f)) =
C(p)MS ∧ Type(V ar(E(f))) ⊆ Σ, where p is the place
that is connected to f .

7) Mi is an initiation function, i.e., Mi : P → Σ.

In our work, we model the behavior of a Web service using
an SWN defined as follows.

Definition 2 (SWN): An SWN is an extended CPN with
labels, denoted as SWN = (CPN,A,L), where the CPN
distinguishes three disjoint types of places.

1) P = P IC ∪ P IM ∪ PEM, where P IC is the set of internal
control places, P IM is the set of internal message places,
and PEM is the set of external message places. P IC ∩
P IM = ∅, P IC ∩ PEM = ∅, and P IM ∩ PEM = ∅.

2) P IC has two special places, i.e., i and o. The initial place
i satisfies •i = ∅, and the final place o satisfies o• = ∅.

3) If all places in PEM and all arcs connecting to these
places are removed, the workflow net of the Web service
is obtained. It is denoted as CPN = Φ(SWN). If a
transition t∗ to a CPN that connects o to i (i.e., •t∗ =
{o}, t∗• = {i}) is added, then the resulting PN becomes
strongly connected.

4) Mi(i) �= 0 and ∀ p ∈ P , p �= i, we have Mi(p) = 0. Mi

is the initial marking.
5) A is a finite set of labels. ∀ a ∈ A is a label of string type,

and ∃τ ∈ A is a “silent” label.
6) L is a labeling function, i.e., L : T → A.

In Definition 2, the places in P IC represent the control flow
[19] of the Web service. The places in P IM and PEM represent
the internal and external message buffers, respectively. Each
transition connecting to P IM or PEM is an interaction tran-
sition representing an action that sends or receives messages.
A contains the operating semantics of the Web service, and
every label in A represents an operation name. Each transition
of the SWN is mapped onto an operation name by L. Silent
label τ is mapped onto those transitions that represent internal
actions that are unobservable from the external environment.
To differentiate the transitions of incoming/outgoing messages,
the polarity function for these transitions is defined and denoted
as ϕ : T → {+1, 0,−1}, i.e., ϕ(t) = −1, if t depicts an action
of sending messages; ϕ(t) = +1, if t depicts an action of
receiving messages; and ϕ(t) = 0, if t depicts an action without
sending or receiving messages. Apparently, ϕ(τ) = 0.

Various specification languages for Web services compo-
sition exist, such as Business Process Execution Language
(BPEL), Web Services Choreography Description Language,
and Web Service Choreography Interface. Among them, BPEL
obtains the dominance and has been proposed by OASIS as
an industrial standard supported by major software vendors
such as IBM, Oracle, and SAP. The behaviors of Web services
described in BPEL specification can be smoothly transformed
into SWNs. Detailed approaches to the transformation are given
in [16] and [17]. It should be noted that the Petri-net-based
service models used by those approaches [16], [17] are different
from the models of Definition 2 in the sense that only external
message places are depicted in their models while internal
message places are ignored. Hence, the requirements of be-
havioral compatibility proposed in their works are too narrow:
They require that there exists no token in the internal message
places when Web services processes successfully terminate. In
fact, the internal message places may retain tokens in such
cases which reflect the properties of Web services, like loosely
coupledness and asynchronous communication.
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Fig. 1. SWN of Web service ws1.

Fig. 1 shows a graphical representation of Web service ws1
using an SWN. For the declarations in Fig. 1, the color set
R has two elements r1 and r2 corresponding to two different
request categories processed by ws1. The color set M has one
element m representing the messages. Type I represents the
integers, and type P is the Cartesian product of the two color
sets R and I—these declarations will be used throughout the
examples in this paper. In Fig. 1, we use circles to represent the
internal control places having the type P as the color set and
ovals to represent the message places having the type M. Note
that p5 is an internal message place, while p6 ∼ p9 are external
message places. After receiving the purchase request from a
client, ws1 initiates two parallel branches. One branch expects
to receive the client’s profile and provides the client’s credit
information (modeled by place p5) to the other branch. Accord-
ing to the request category (e.g., r1 or r2), the other branch
decides whether the client’s credit information is required. If
the purchase request x is r1 with specials, ws1 needs to check
the client’s credit and then sends the confirmation. Otherwise,
ws1 sends confirmation directly in the case that the request x
is r2. Both branches are synchronized by the delivery action.
As shown in Fig. 1, transition t3 has a guard “[x = r1],” and
transition t4 has a guard “[x = r2].”

When Web services are composed together, some of their
external message places are merged to form internal message
places of the composite Web service. These internal message
places should be identified in the SWN models of Web services,
such as p5 in Fig. 1. Apparently, internal message places (e.g.,
p5) are different from control-flow places (e.g., p1 ∼ p4) and
external message places (e.g., p6 ∼ p9)—we will show later
how internal message places affect the behavioral compatibility
of Web services. As a result, we consider that our service
model as in Definition 2 is more reasonable than other service
models presented in [16] and [17], since they are developed
based on the traditional workflow theory and ignore internal
message places that result from the composition of multiple
Web services.

At the initial marking Mi, only the initial place i has tokens,
i.e., Mi = [i]. A transition t is enabled in marking Mj , denoted
as Mj [t >. After t fires, the marking changes from Mj to Mk,
denoted as Mj [t > Mk. After a sequence of transitions (i.e.,
σ ∈ T ∗) fires, the marking changes from Mi to Mk, denoted
as Mi[σ > Mk. The set of markings that are reachable from
a marking M is denoted as R(M) = {M ′|∃σ ∈ T ∗,M [σ >
M ′}. A marking Mf is a final marking if Mf ∈ R(Mi) and
Mf (o) �= 0. The set of all final markings is denoted as F .
Detailed notations of CPN can be found in [30].

With the capability of detecting all completion incompatibil-
ities (e.g., deadlocks), the concept of completion compatibility
has become the most recognized notion of behavioral compat-
ibility of Web services [17], [23], [31]. We thus adopt it as the
foundation of our formal definition of behavioral correctness
of SWN. Intuitively, an SWN is behaviorally correct if it
always interacts properly with its partners, i.e., its process can
successfully terminate without any deadlock. We distinguish
the final markings of SWN into correct and false ones.

Definition 3 (Correct Final Marking): A final marking Mf

of SWN is correct, denoted as Mcf , iff ∀p ∈ P IC, p �= o :
Mf (p) = 0. Otherwise, Mf is false. The set of all correct final
markings is denoted as FC .

According to Definition 3, when an SWN is in a correct final
marking, the final place o must contain some token(s), and any
other internal control place contains no token. Note that there
may remain some token(s) in internal and/or external message
places. In such a case, we consider that the process of the SWN
successfully terminates. Take ws1 in Fig. 1 as an example. The
client credit is provided in place p5 regardless of the request
category. The message token in p5 will not be consumed in the
case of nonspecial purchase request, i.e., the guard [x = r2] is
true. However, the processes of both branches of ws1 can still
successfully terminate in this situation. Based on the notion of
Definition 3, [p5, o] is one of the correct final markings of ws1,
and [o] is the other correct final marking.

Definition 4 (Reachable Transition Sequence): A transition
sequence σ = 〈t1, t2, . . . , tn >∈ T ∗ is a reachable transition
sequence of an SWN iff ∃M : Mi[σ > M . Σ(SWN) is the
set of all reachable transition sequences of the SWN, i.e.,
Σ(SWN) = {σ|σ ∈ T ∗, ∃M : Mi[σ > M}.

Definition 5 (Behavioral Correctness): The behavior of an
SWN is correct iff, when the environment satisfies the require-
ment of external messages, for any reachable nonfinal marking
of SWN, there exists a transition sequence that leads to a
final marking, and all final markings must be correct, i.e., as
follows.

1) ∀M ∈ R(Mi), M /∈ F , and σ ∈ T ∗, such that M [σ >
Mf ∈ F .

2) FC = F .

By the environment satisfying the requirement of external
messages, we mean that the environment always sends/receives
a message whenever the SWN is expected to receive/send
such a message. The requirement of the “perfect” environment
removes the possibility that the external partners are the causes
of critical errors (e.g., deadlocks) during the execution of the
SWN. Thus, the reachability of the correct final markings can
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Fig. 2. SWN of Web service ws2 with incorrect behavior.

be used to verify the behavioral correctness of the SWN. We
assume that such a “perfect” environment in Definition 5 exists,
which is a reasonable assumption, as discussed in [14]. When
performing verification, we just remove all the places in PEM

and the arcs connecting to them. In other words, the verification
of correctness only needs to be performed on the workflow net
of the SWN, i.e., CPN = Φ(SWN). The first condition of
Definition 5 requires that every marking that is reachable from
the initial marking can reach a final marking, which is referred
to as reachable termination (also known as deadlock freeness).
The second condition of Definition 5 requires that the reachable
final markings are correct in the sense of Definition 3, which is
referred to as proper termination.

It should be pointed out that the existing Petri-net-based
models of Web services only consider external message places
rather than internal ones, such as in [14]–[17]—in those models
all internal places are control places. According to the tradi-
tional workflow theory, the existence of any token in the internal
places is not allowed when the interacting Web services pro-
cesses complete. Otherwise, the Web services are considered
to be incompatible. In contrast, Definition 5 requires a more
relaxed condition than the notions of soundness of Web services
proposed in [14] and [17], as Definition 5 allows the possible
existence of token(s) in the internal and/or external message
places after the process of the Web service terminates. Again,
take ws1 in Fig. 1 as an example. [p5, o] and [o] are both correct
final markings of ws1 that are reachable from its initial marking
[i], which is verified using the methods of reachable analysis. In
fact, the behavior of ws1 is correct according to Definition 5.

Fig. 2 shows the SWN of another Web service ws2 with
incorrect behavior. For the sake of simplicity, the declarations
and business semantics of ws2 (and the other examples in the
rest of this paper) are omitted. Note that transition t4 fires when
the guard [x = r2] is true. In such a case, ws2 reaches the
marking [p1, o], which is an incorrect final marking, because
p1 is a control place and cannot contain token(s) in a correct
final marking. Thus, ws2 has incorrect behavior according to
Definition 5.

III. COMPATIBILITY ANALYSIS OF WEB SERVICES

If a Web service with incorrect behavior participates in a
composition, it may result in serious errors, e.g., deadlocks,
during the execution of the composition. In the following dis-
cussion, we only consider the case where the component Web
services in a composition have correct behaviors (according
to Definition 5). In this case, whether the composition can
properly execute or not depends on the behavioral compatibility
of its participating Web services.

Definition 6 (Behavioral Compatibility): Two SWNs
SWN1 and SWN2 are compatible, denoted as
SWN1 ∼ SWN2, iff the behavior of their composite
Web service SWN = SWN1 ⊕ SWN2 is correct.

In the aforementioned definition, the composition operator ⊕
is used to indicate a composite Web service consisting of two
component Web services. In other words, SWN = SWN1 ⊕
SWN2 means that SWN is a composite Web service com-
posed of SWN1 and SWN2. The formal definition of Web
services composition is based on place fusion and presented
in our previous work [17]. It is straightforward to see the
symmetry property of behavioral compatibility, i.e., SWN1 ∼
SWN2 ⇔ SWN2 ∼ SWN1.

As mentioned in Definition 5, the notion of behavioral cor-
rectness requires two conditions, i.e., reachable termination
and proper termination. According to Definition 6, analyzing
the behavioral compatibility is subject to verifying these two
conditions. To simplify the verification, we investigate a set of
Web services with specific structures, i.e., those that are well
structured. For well-structured Web services, we will conclude
later that only the condition of reachable termination (i.e., dead-
lock freeness) is sufficient to claim the behavioral compatibility.

Definition 7 (Well-Structured SWN): An SWN is well struc-
tured iff, after removing all places in PEM and all arcs connect-
ing to these places, the remaining workflow net, i.e., CPN =
Φ(SWN), is well structured.

The definition of well-structured Web services is based on the
concept of well-structured workflow nets [26], [32]. Intuitively,
well structuredness characterizes a property of the structure of
Web services. That is, two parallel branches of a Web service
initiated by an AND split should not be joined by an OR joint;
they should instead be synchronized by an AND joint. Similarly,
two alternative branches created by an OR split should not be
synchronized by an AND joint; they should be joined by an OR

joint.
Fig. 3 shows the SWN of a well-structured Web service ws3,

where the OR split at p1 is joined by the OR joint at o. However,
the SWN of ws2 in Fig. 2 is not well structured because the
AND-split transition t1 is complemented by the OR-joint place
o. There are two disjoint paths leading from t1 to o: one via p1,
t2, p2, and t5 and the other via p3 and t4. The SWN of ws1
shown in Fig. 1 is another example of an SWN, which is not
well structured, as the AND split t1 is complemented by the OR

joint p4.
Theorem 1: Given two well-structured services SWN1 and

SWN2 and their composite Web service SWN = SWN1 ⊕
SWN2, each final marking of SWN that is reachable from the
initial marking is correct, i.e., FC = F .
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Fig. 3. SWN of a well-structured Web service ws3.

Proof (Proof by Contradiction): If we assume that FC �=
F , then ∃Mf ∈ F and Mf /∈ FC since FC ⊆ F . With Mf ∈
F , we have Mf ∈ R(SWN,Mi) and Mf (o) �= 0. With Mf /∈
FC , we have ∃p ∈ P IC, where p �= o, and Mf (p) �= 0. Accord-
ing to the definition of Web service composition, P IC = P IC

1 ∪
P IC
2 ∪ {i, o}. If p = i, then ∃M ′

f ∈ F , such that M ′
f (i1) �= 0

and M ′
f (i2) �= 0. Hence, we can assume that p ∈ P IC

1 or p ∈
P IC
2 . Without loss of generality, let p ∈ P IC

1 . As Mf is a final
marking of SWN , there exists a final marking M1f of SWN1

that is reachable, such that M1f (o1) �= 0 and M1f (p) �= 0.
Because of the second condition of Definition 2, there is an
elementary path C1 of SWN1 between i1 and o1, such that
p �= C1. Similarly, there is another elementary path C2 of
SWN1 between i1 and o1, such that p ∈ C2, and C2 �= C1.
Since both C1 and C2 start from i1 and terminate at o1, and
M1f (o1) �= 0 and M1f (p) �= 0, then there exists a transition t ∈
C1 ∩ C2. Moreover, we know that o1 ∈ C1 ∩ C2. This situation
is contrary to the assumption that SWN1 is well structured.
Thus, Theorem 1 is proved. �

As mentioned before, two conditions need to be verified
for checking the behavioral compatibility of Web services,
i.e., reachable termination and proper termination. Owing to
Theorem 1, we conclude that only the condition of reachable
termination (i.e., deadlock freeness) needs to be considered
when verifying the behavioral compatibility of well-structured
services. Based on Theorem 1, we have the following result.

Theorem 2: Given two well-structured services SWN1 and
SWN2 and their composite Web service SWN = SWN1 ⊕
SWN2, SWN1 and SWN2 are compatible, i.e., SWN1 ∼
SWN2, iff ∀M ∈ R(SWN,Mi), M �= F , ∃σ ∈ Σ(SWN),
such that M [σ > Mf ∈ F .

Proof: According to Definition 6, SWN1 ∼ SWN2 ⇔
the behavior of SWN is correct. Owing to Theorem 1, we
know that FC = F for well-structured services. Hence, the
behavior of SWN is correct ⇔ ∀M ∈ R(SWN,Mi), M /∈
F , ∃σ ∈ Σ(SWN), such that M [σ > Mf ∈ F , according to
Definition 5. �

It is worth mentioning that the composition of three or more
Web services is similar to the composition of two Web services.

Thus, the aforementioned two theorems can be easily extended
to the situations of multiple Web services. Hence, Theorem 2
can be applied to reduce the complexity of behavioral compati-
bility analysis of Web services.

IV. SIMILARITY ANALYSIS OF WEB SERVICES

From the perspective of facilitating Web services substi-
tution, the behavioral similarity analysis of Web services is
closely dependent on compatibility analysis—they are the two
flip sides of the substitution coin [12], [27]. Two similar Web
services do not have to require that their internal processes
are exactly the same. Generally, only the observable behaviors
of these two Web services are required to be similar. Thus,
the focus of analyzing their similarity is on their observable
behaviors. Informally, the observable behavior refers to the
message exchange sequence of a Web service that depicts
the interactions of the Web service with its external environ-
ment, e.g., client applications and partner services. To analyze
behavioral similarity, several formal definitions of observable
behavior are proposed as follows.

Definition 8 (Interaction Transition Sequence): Given a
reachable transition sequence σ ∈ Σ(SWN), after removing
the internal transitions of σ, we call the remaining sequence ε ∈
〈t′1, t′2, . . . , t′k〉 the interaction transition sequence of σ, where
L(t′l) �= τ , l = 1, . . . , k. Accordingly, we denote the operation
of obtaining an interaction transition sequence as an operator ε.

Definition 9 (Similar Transition Sequence): Given two
reachable transition sequences σ1 ∈ Σ(SWN1) and σ2 ∈
Σ(SWN2), where ε1 = ε(σ1) = 〈t11, t12, . . . , t1k〉 and ε2 =
ε(σ2) = 〈t21, t22, . . . , t2l 〉, σ2 is similar to σ1, denoted as σ2 ≈
σ1, iff k = l ∀ j = {1, . . . , k}, L(t1j ) = L(t2j ), ϕ(t

1
j ) = ϕ(t2j ),

and G(σ1) = G(σ2), where G(σ1) = G(t11) ∧G(t12) ∧ · · · ∧
G(t1k) and G(σ2) = G(t21) ∧G(t22) ∧ · · · ∧G(t2l ).

Definition 10 (Opposite Transition Sequence): Given
two reachable transition sequences σ1 ∈ Σ(SWN1),
σ2 ∈ Σ(SWN2), and ε1 = ε(σ1) = 〈t11, t12, . . . , t1k〉,
ε2 = ε(σ2) = 〈t21, t22, . . . , t2l 〉, σ1 is the opposite transition
sequence of σ2, denoted as σ1 ≈ σ2, iff k = l ∀ j = {1, . . . , k},
L(t1j ) = L(t2j ), ϕ(t1j ) = −ϕ(t2j ), and G(σ1) = G(σ2),
where G(σ1) = G(t11) ∧G(t12) ∧ · · · ∧G(t1k) and G(σ2) =
G(t21) ∧G(t22) ∧ · · · ∧G(t2l ).

Based on the aforementioned definitions, we propose the
definition of behavioral similarity of two Web services and the
definition of behavioral equivalence.

Definition 11 (Behavioral Similarity): Given two Web ser-
vices SWN1 and SWN2, SWN2 is similar to SWN1, de-
noted as SWN2 � SWN1, iff ∀σ2 ∈ Σ(SWN2), M2i[σ2 >
M2, then ∃σ1 ∈ Σ(SWN1) and M1i[σ1 > M1, where σ1 ≈
σ2, such that either of the following conditions holds.

1) If M1 ∈ F1 or M1[τ
∗ > M1f ∈ F1, then M2 ∈ F2 or

M2[τ
∗ > M2f ∈ F2.

2) If ∃t1 ∈ T1, t1 �= τ , M1[τ
∗ > M ′

1 /∈ F1,M
′
1[t1 >, then

∃t2 ∈ T2, t2 �= τ , such that L(t2) = L(t1), ϕ(t2) =
ϕ(t1) and M2[τ

∗ > M ′
2 /∈ F2, M ′

2[t2 >.

Definition 12 (Behavioral Equivalence): Given two Web
services SWN1 and SWN2, SWN1 is equivalent to SWN2,
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denoted as SWN1 ≈ SWN2, iff SWN1 � SWN2 and
SWN2 � SWN1.

Complying with the standard similarity notions, the behav-
ioral similarity defined in Definition 11 is a specific type
of relation between the states of two SWNs. According to
Definition 11, SWN2 being similar to SWN1 does not mean
that SWN1 is similar to SWN2. Hence, the symmetry prop-
erty of behavioral similarity does not hold in the sense of
Definition 11. Definition 12 requires that two SWNs are be-
haviorally equivalent only if one is similar to the other and vice
versa. Apparently, we have the symmetry property of behav-
ioral equivalence of Web services, i.e., SWN1 ≈ SWN2 ⇔
SWN2 ≈ SWN1. It is easy to prove that both the similarity
and the equivalence of Web services hold the transitivity prop-
erty, i.e., as follows.

1) SWN1 � SWN2, SWN2 � SWN3 ⇒ SWN1 �
SWN3.

2) SWN1 ≈ SWN2, SWN2 ≈ SWN3 ⇒ SWN1 ≈
SWN3.

As discussed earlier, substitution using a similar Web service
needs to be independent of (i.e., transparent to) the context
of the substituted Web service; context herein refers to other
partner Web services in the composition regarding the substi-
tuted Web service. Therefore, substituting a Web service in a
composition with another similar one can be performed in a
transparent way—we do not need to verify whether the substi-
tuting Web service is compatible with other partner Web ser-
vices in the new composition. Hence, the cost of Web services
substitution in the sense of context-independent similarity is
largely reduced. Herein, we will prove that if one Web service A
is behaviorally similar to another Web service B in the sense of
Definition 11, then A is compatible with any partners of B in
the composition.

Definition 13 (Projection): Given two reachable transi-
tion sequences σ1 ∈ Σ(SWN1), σ2 ∈ Σ(SWN2), and ε1 =
ε(σ1) = 〈t11, t12, . . . , t1k〉, ε2 = ε(σ2) = 〈t21, t22, . . . , t2l 〉, for i =
{1, . . . , k} and t1i , if ∀ t2j , j = {1, . . . , l}, L(t1i ) �= L(t2j ), then
we remove t1i from σ1. The remaining sequence is regarded as
the projection of σ1 on σ2, denoted as Pσ2

(σ1). Similarly, we
get the projection of σ2 on σ1, denoted as Pσ1

(σ2).
Definition 13 is used to simplify the representation of the fol-

lowing lemma. Informally, Pσ2
(σ1) is the remaining transition

sequence of σ1 in which the transitions that are irrelevant to
σ2 are removed from σ1—only the transitions of σ1 that are
relevant to σ2 need to be considered. Pσ1

(σ2) is the remaining
transition sequence of σ2 in which the transitions that are
irrelevant to σ1 are removed from σ2.

Lemma: Given two well-structured Web services SWN1

and SWN2, SWN1 ∼ SWN2, iff ∀σ1 ∈ Σ(SWN1), ∀σ2 ∈
Σ(SWN2), M1i[σ1 > M1, M2i[σ2 > M2, σ′

1 = Pσ2
(σ1),

σ′
2 = Pσ1

(σ2), if σ′
1 ≈ σ′

2, then either of the following condi-
tions holds.

1) M1 ∈ F1 or M1[τ
∗ > M1f ∈ F1, and M2 ∈ F2 or

M2[τ
∗ > M2f ∈ F2.

2) ∃t1 ∈ T1, where t1 �= τ , and ∃t2 ∈ T2, where t2 �= τ ,
such that L(t1) = L(t2), ϕ(t1) = −ϕ(t2), and M1[τ

∗ >
M ′

1 /∈ F1, M ′
1[t1 >,M2[τ

∗ > M ′
2 /∈ F2,M

′
2[t2 >.

Proof: We denote the composite Web service SWN =
SWN1 ⊕ SWN2. On one hand, if SWN1 ∼ SWN2 and
σ′
1 ≈ σ′

2, then the composite Web service SWN can reach
a marking M . If M is a final marking, then we know that
M1 ∈ F1 and M2 ∈ F2. Otherwise, neither SWN1 nor SWN2

reaches a final marking, and ∃σ ∈ Σ(SWN), such that M [>
Mf ∈ F , according to Theorem 2. Hence, ∃t1 ∈ T1, where
t1 �= τ , and ∃t2 ∈ T2, where t2 �= τ , such that L(t1) = L(t2),
ϕ(t1) = −ϕ(t2), and M1[τ

∗ > M ′
1 /∈ F1, M ′

1[t1 >, M2[τ
∗ >

M ′
2 /∈ F2, M ′

2[t2 >.
On the other hand, since σ′

1 ≈ σ′
2, we know that the

composite Web service SWN can reach a marking M . If M is
not a final marking, then either M1[τ

∗ > M ′
1 ∈ F1, M2[τ

∗ >
M ′

2 ∈ F2, or ∃t1 ∈ T1, t1 �= τ , ∃t2 ∈ T2, t2 �= τ , such that
L(t1) = L(t2), ϕ(t1) = −ϕ(t2), and M1[τ

∗ > M ′
1 /∈ F1,

M ′
1[t1 >, M2[τ

∗ > M ′
2 /∈ F2, M ′

2[t2 >. In both cases, we
have ∃σ ∈ Σ(SWN), such that M [σ > Mf ∈ F . According
to Theorem 2, we know that SWN1 ∼ SWN2. �

Theorem 3: Given well-structured services SWN1, SWN2,
and SWN , we have

SWN2 � SWN1, SWN ∼ SWN1 ⇒ SWN ∼ SWN2.

Proof: ∀σ ∈ Σ(SWN), σ2 ∈ Σ(SWN2), Mi[σ > M ,
M2i[σ2 > M2, σ′ = Pσ2

(σ), σ′
2 = Pσ(σ2). Suppose that σ′

2 ≈
σ′. Since SWN2 � SWN1, then ∃σ1 ∈ Σ(SWN1), such that
M1i[σ1 > M1 and σ1 ≈ σ2, according to Definition 11. Sup-
pose that σ′

1 = Pσ(σ1). Thus, we have σ′
1 ≈ σ′

2. Therefore,
σ′
1 ≈ σ′. According to SWN ∼ SWN1 and the Lemma, one

of the following two conditions holds.

1) M ∈ F or M [τ ∗ > Mf ∈ F , and M1 ∈ F1 or M1[τ
∗ >

M1f ∈ F1.
2) ∃t ∈ T , where t �= τ , and ∃t1 ∈ T1, where t1 �= τ , such

that L(t) = L(t1), ϕ(t) = −ϕ(t1), and M [τ ∗ > M ′ /∈
F , M ′[t >, M1[τ

∗ > M ′
1 /∈ F1, M ′

1[t1 > tT .

According to SWN2 � SWN1 and Definition 11, if M1 ∈
F1 or M1[τ

∗ > M1f ∈ F1, then M2 ∈ F2 or M2[τ
∗ > M2f ∈

F2. If ∃t1 ∈ T1, t1 �= τ , M1[τ
∗ > M ′

1 /∈ F1, M ′
1[t1 >, then

∃t2 ∈ T2, t2 �= τ , such that M2[τ
∗ > M ′

2 /∈ F2, M ′
2[t2 >, and

L(t2) = L(t1), ϕ(t2) = −ϕ(t1). According to the Lemma, we
have SWN ∼ SWN2. �

Theorem 3 presents an interesting fact regarding the well-
structured Web services. If a well-structured Web service
SWN2 is similar to SWN1, then for any other well-structured
Web service SWN that is compatible with SWN1, SWN2

is also compatible with SWN . This is very useful for Web
services substitution. Suppose that SWN1 is a component
Web service in a certain composition. When SWN1 fails to
work or could not satisfy the nonfunctional requirements, it
needs to be substituted by an alternative well-structured Web
service SWN2 with similar behavior in the sense of Definition
11. The conclusion of Theorem 3 guarantees that SWN2 is
compatible with other partner well-structured Web services in
the composition. The new composite Web service can execute
successfully without the need of verifying the new composi-
tion again. Hence, Web services substitution can be directly
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Fig. 4. Algorithm for verifying the behavioral similarity of well-structured
Web services.

performed in the sense of context-independent similarity of
Web services presented in Definition 11.

To automatically perform the verification of behavioral sim-
ilarity, we developed an algorithm that checks if ws2 is similar
to ws1, as shown in Fig. 4. The rationale of the algorithm is
to search the communicating reachability graphs (CRGs) of
two Web services and verify their similarity in the sense of
Definition 11. As a kind of reachability graph, the CRG
of a Web service is used to analyze the behavior of its SWN
based on the state analysis. Details on the definition and the
constructing method of CRGs are presented in our previous
work [17], [33].

The concept of opposite Web services is useful for analyzing
the compatibility of Web services [12], [27]. For a Web service
ws, its opposite Web service ws is obtained when the actions
of sending messages are changed to that of receiving messages
and vice versa. It is easy to see that ws is compatible with
its opposite Web service ws, i.e., ws ∼ ws. We present the
following useful corollaries regarding the opposite Web service
that can be used to facilitate the verification of behavioral
compatibility.

Corollary 1: Given well-structured Web services ws, ws1,
and ws, we have ws1 � ws ⇒ ws1 ∼ ws.

Fig. 5. SWN of Web service ws4.

Fig. 6. SWN of Web service ws5.

Proof: According to Theorem 3 and ws ∼ ws, it is easy
to have ws1 ∼ ws. �

Corollary 2: Given the well-structured Web services ws,
ws1, ws2, and ws, we have

ws1 � ws ws2 � ws ⇒ ws1 ∼ ws2.

Proof: According to Corollary 1, we have ws1 ∼ ws. Ac-
cording to Theorem 3 and ws2 � ws, we have ws1 ∼ ws2. �

Fig. 5 shows the SWN of a Web service ws4. By using the
algorithm of Fig. 4, it is verified that ws4 is behaviorally similar
to ws3 in Fig. 3. Fig. 6 shows the opposite service (i.e., ws5)
of ws3. Both ws3 and ws4 are compatible with ws5, which
exemplifies the conclusions presented in this paper.

V. TOOL FOR SIMILARITY AND

EQUIVALENCE VERIFICATION

A tool has been developed to automate the verification of
behavioral similarity and equivalence of Web services using our
approach. The tool was developed as an analysis module of the
PIPE [29]. PIPE is an open-source implemented in Java, which
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Fig. 7. Snapshot of the tool for similarity analysis, which is integrated into the PIPE.

provides a platform-independent GUI for creating, editing,
and analyzing PNs. The PNs created by PIPE conform to an
XML-based interchange format, i.e., PN Markup Language
(PNML) [34].

At the top left of the interface in Fig. 7, PIPE v2.5 offers
several analysis modules to check behavioral properties such as
reachability graph and state space analysis. We implemented a
new module to perform the functionality of similarity analysis
of two SWNs. At the right side of the interface is the workspace
of PIPE, where SWNs can be modeled and represented as
intuitive diagrams. Each SWN is modeled in one tab of the
workspace. Internally, the SWN models are specified and
stored in PNML files. By double clicking the module label of
Similarity Analysis, a dialogue box pops up and asks users to
select the source SWN (left-hand side operand of the similar
operator “�”) and the target SWN (right-hand side operand of
the similar operator “�”). For demonstration purposes, Fig. 7
shows that the source SWN is ws3 and the target SWN is
ws4, which are also shown in Figs. 3 and 5, respectively. The
algorithm given in Fig. 4 has been implemented inside the
module. To perform the analysis of behavioral similarity and/or
equivalence using the algorithm, the user simply presses the
ANALYZE button, and then, the result appears as a formatted
report. The result shows that ws3 and ws4 are behaviorally
equivalent. In fact, on one hand, each interaction transition
sequence of ws3 corresponds to a similar one of ws4. On
the other hand, each interaction transition sequence of ws4
corresponds to a similar one of ws3.

We further validated our approach using several real-world
Web services. Fig. 8 shows the behavior of a weather forecast
Web service provided by the U.S. National Oceanic and Atmo-
spheric Administration (NOAA) (i.e., National Digital Forecast
Database XML/SOAP service www.nws.noaa.gov/xml).

As shown in Fig. 8, after receiving a place (either a zip
code or a city name) from a user, the NOAA’s weather forecast
Web service first performs the availability check of the place.
It then converts the available place into longitude and latitude
coordinates. Using the coordinates, the service provides the
map in which the place is located. The service also retrieves
the weather forecast by querying the NOAA National Digital

Fig. 8. Behavior of NOAA’s weather Web service [19].

Forecast Database. If the access to the database succeeds,
it delivers the weather forecast report. Otherwise, it sends a
message about access failure. The details of the Web service
are described in one of our recent papers [19].

Fig. 9 shows the SWN of the behavior of NOAA’s
weather Web service. For the sake of simplicity, the dec-
larations and business semantics of the SWN are defined
in the PNML file and omitted in the graph. The places
p1, p7, p8, and p9 in Fig. 9 are external message places
representing the input message (e.g., a zip code or a city
name), the location map, the weather forecast report, and
the access-failed message, respectively. World Weather Online
(WWO) is another Web service providing free weather forecast
data (http://www.worldweatheronline.com/). The behavior of
WWO’s weather service can be also modeled as the SWN
model using our tool. Fig. 10 is the screenshot that shows the
SWN of WWO’s weather service. The similarity analysis using
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Fig. 9. SWN of NOAA’s weather Web service.

Fig. 10. SWN of WWO’s weather Web service.

our tool reveals that the behaviors of the two weather Web
services shown in Figs. 9 and 10 are actually similar.

VI. DISCUSSIONS AND CONCLUSION

SOC is a promising paradigm for the integration of Web
applications. Web services composition is one of the key ob-
jectives for adopting such a computing paradigm. Traditionally,

it is very costly and time consuming to verify behavioral
compatibility for Web services composition; both conditions,
i.e., reachable termination and proper termination, need to be
checked.

This paper has provided a good number of specification
languages for formally describing Web services behaviors, such
as FSM [8], [10], [11], process algebra/pi calculus [12], [13],
and PNs [14]–[17]. Compared to FSM and process algebra, the
Petri-net-based approaches have a well-defined semantics for
describing both states and actions of Web services, as well as
a graphical representation. Web services behaviors based on
PN models can be analyzed by means of either formal anal-
ysis methods or simulation. Therefore, many research works
propose to model the behaviors of Web services based on
PN models [14]–[17], [33], [35]. As a high-level PN model,
the CPN model has a more compact and expressive power
[30] than basic PN models. Detailed comparison between CPN
models and other specification languages of Web services can
be found in [17]. Based on our previous work [17], [33], we
model Web services behaviors using SWNs which are labeled
CPNs with three disjoint types of places representing control
flows, external messages, and internal messages, respectively.
Compared to other similar specification languages, the advan-
tages of the SWN model are as follows: 1) It distinguishes
different message types of Web services using different color
sets; 2) it depicts different branches of Web services processes
using guard expressions; and 3) it represents Web services
messages and actions using labels. These advantages help de-
scribe and perform the compatibility and similarity analysis of
Web services behaviors. Specifically, the SWN model not only
provides a formalism to depict the internal logics and message
exchange sequences (i.e., behaviors) but also encompasses the
mechanisms of compatibility and similarity analysis of Web
services.

Based on the SWN model, we have presented a formal
definition of behavioral compatibility, which requires a more
relaxed condition than the existing approaches. To reduce
the complexity of verifying behavioral compatibility, we have
looked into the structural property of SWNs and have proposed
a novel notion of well structuredness of Web services. Based
on this notion, we proved that only reachable termination needs
to be checked when verifying behavioral compatibility among
well-structured Web services.

Service substitution is another significant issue with Web
services composition. Unfortunately, most existing notions of
behavioral similarity of Web services are inappropriate for
performing service substitution. Although many existing ap-
proaches utilize PNs to analyze behavioral compatibility, few
of them further explore appropriate definitions of behavioral
similarity and provide a user-friendly tool for the automatic ver-
ification. To this end, we have proposed the formal definition of
context-independent similarity that is in line with our definition
of behavioral compatibility. We concluded that substituting a
Web service in a composition can be performed in a transparent
way as long as the new Web service is similar to the substituted
one. We have provided an algorithm for the verification of
behavioral similarity based on our definitions. Furthermore,
we have developed a tool, which has been integrated into the
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open-source project PIPE, to automatically perform the verifi-
cation of behavioral similarity.

In our current work, the rationale of verifying behavioral
compatibility and similarity of Web services is to search the
CRGs. Based on the reachability analysis, our approach is still
not efficient, particularly with the increase of the state space.
The future work is to use the recently developed technique
based on elementary siphon [35]–[40] to reduce the complexity
of the problem. In particular, the recent work reported in [35]
has developed the method of using elementary siphons to deal
with BPEL-based services and overcome the complexity prob-
lem. We also plan to extend our work to quantify to what degree
a Web service is similar to another. Aside from that, we will ap-
ply our research results to two important research areas in SOC,
i.e., Web service discovery and Web services communities. For
service discovery, developers can use our approach to search
for candidate Web services of similar behaviors according to
a specified service profile. On the other hand, Web services
communities, which are a means that permits gathering Web
services of similar functionalities into groups, can be used
to accelerate the process of discovering and composing Web
services [41], [42]. Our proposed work can be used to facilitate
the establishment of these communities.
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